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# Ques 1 : WAP to purposefully raise the indentation error and correct it ?

def greet(name):

print("Hello, " + name) greet("Alice")

output:

# Cell In[1], line 2 print("Hello, " + name)

**^**

**IndentationError:** expected an indented block after function definition on line 1

# Ques 2: WAP to demonstrate the use of arithmetic operation in python ?

a = 10

b = 5

add\_result = a + b

print("Addition: {} + {} = {}".format(a, b, add\_result)) sub\_result = a - b

print("Subtraction: {} - {} = {}".format(a, b, sub\_result)) mul\_result = a \* b

print("Multiplication: {} \* {} = {}".format(a, b, mul\_result)) div\_result = a / b

print("Division: {} / {} = {}".format(a, b, div\_result)) mod\_result = a % b

print("Modulus: {} % {} = {}".format(a, b, mod\_result)) exp\_result = a \*\* b

print("Exponentiation: {} \*\* {} = {}".format(a, b, exp\_result))

output

Addition: 10 + 5 = 15

Subtraction: 10 - 5 = 5

Multiplication: 10 \* 5 = 50

Division: 10 / 5 = 2.0

Modulus: 10 % 5 = 0

Exponentiation: 10 \*\* 5 = 100000

# Ques 3: WAP that takes command line argument as input and print the addition of two numbers as output.

import sys def main():

if len(sys.argv) != 3:

print("Usage: python add\_numbers.py <num1> <num2>") return

try:

num1 = int(sys.argv[1]) num2 = int(sys.argv[2]) result = num1 + num2

print("The addition of {} and {} is: {}".format(num1, num2, result)) except ValueError:

print("Please provide valid integers as input.")

if name == " main ": main()

OUTPUT :

python add\_numbers.py 5 10

The addition of 5 and 10 is:

# Ques 4: WAP to compute distance between two points taking input from user

**D=√(x2 - x1)^2 + (y2 - y1)^2**

import math

def compute\_distance(x1, y1, x2, y2):

# Calculate the distance using the distance formula distance = math.sqrt((x2 - x1)\*\*2 + (y2 - y1)\*\*2) return distance

def main():

try:

# Taking input from the user

x1 = float(input("Enter the x-coordinate of the first point: ")) y1 = float(input("Enter the y-coordinate of the first point: "))

x2 = float(input("Enter the x-coordinate of the second point: ")) y2 = float(input("Enter the y-coordinate of the second point: ")) distance = compute\_distance(x1, y1, x2, y2)

print("The distance between the points ({}, {}) and ({}, {}) is: {:.2f}".format(x1, y1, x2, y2, distance))

except ValueError:

print("Please enter valid numeric values.")

if name == " main ": main()

OUTPUT :

Enter the x-coordinate of the first point: 3 Enter the y-coordinate of the first point: 4 Enter the x-coordinate of the second point: 7

Enter the y-coordinate of the second point: 1

The distance between the points (3.0, 4.0) and (7.0, 1.0) is: 5.00

# Ques 5: create a string “hello world ” and perform the following operation :

**A: print the complete string**

# B: print the first character of the string C: print the character string from 3 to 5 D: print string starting from 3rd character E: print the string 20 times

**F: create a new string and concatenate with previous string**

# Define the initial string initial\_string = "hello world"

# A: Print the complete string

print("A: The complete string is: '{}'".format(initial\_string))

# B: Print the first character of the string

print("B: The first character of the string is: '{}'".format(initial\_string[0]))

# C: Print the character string from 3 to 5

# Note: Indexing in Python starts from 0, so characters from index 2 to 4 are the 3rd to 5th characters.

print("C: The characters from 3 to 5 are: '{}'".format(initial\_string[2:5]))

# D: Print the string starting from the 3rd character

print("D: The string starting from the 3rd character is: '{}'".format(initial\_string[2:]))

# E: Print the string 20 times

print("E: The string printed 20 times is: '{}'".format(initial\_string \* 20))

# F: Create a new string and concatenate with the previous string new\_string = " Have a great day!"

concatenated\_string = initial\_string + new\_string

print("F: The concatenated string is: '{}'".format(concatenated\_string))

OUTPUT :

A: The complete string is: 'hello world' B: The first character of the string is: 'h' C: The characters from 3 to 5 are: 'llo'

D: The string starting from the 3rd character is: 'llo world'

E: The string printed 20 times is: 'hello worldhello worldhello worldhello worldhello worldhello worldh ello worldhello worldhello worldhello worldhello worldhello worldhello worldhello worldhello worldh ello worldhello worldhello worldhello worldhello world'

F: The concatenated string is: 'hello world Have a great day!'

# Ques 6: Create a List containing the following items and perform the following operations-

**Student =[ 556,”Mothi”,84,96,84,75,84]**

# Access 0th element

1. **Access 0th to 1st elements 3)Access 2nd to end of list elements 4)Access starting to 2nd elements 5)Access starting to ending elements 6)Access last index value**

# 7)Access elements in reverse order

# Define the initial list

Student = [556, "Mothi", 84, 96, 84, 75, 84]

# 1. Access 0th element

print("1. The 0th element is: {}".format(Student[0]))

# 2. Access 0th to 1st elements

print("2. The 0th to 1st elements are: {}".format(Student[0:2]))

# 3. Access 2nd to end of list elements

print("3. The 2nd to end of list elements are: {}".format(Student[2:]))

# 4. Access starting to 2nd elements

print("4. The starting to 2nd elements are: {}".format(Student[:2]))

# 5. Access starting to ending elements

print("5. The starting to ending elements are: {}".format(Student[:]))

# 6. Access last index value

print("6. The last index value is: {}".format(Student[-1]))

# 7. Access elements in reverse order

print("7. The elements in reverse order are: {}".format(Student[::-1]))

OUTPUT :

1. The 0th element is: 556
2. The 0th to 1st elements are: [556, 'Mothi']
3. The 2nd to end of list elements are: [84, 96, 84, 75, 84]
4. The starting to 2nd elements are: [556, 'Mothi']
5. The starting to ending elements are: [556, 'Mothi', 84, 96, 84, 75, 84]
6. The last index value is: 84
7. The elements in reverse order are: [84, 75, 84, 96, 84, 'Mothi', 556]

# Ques 7: Create DataFrame

import pandas as pd

# Define the data as a dictionary data = {

'Student\_ID': [556, 557, 558],

'Name': ['Mothi', 'Alice', 'Bob'], 'Math\_Score': [84, 90, 78],

'Science\_Score': [96, 85, 88],

'English\_Score': [84, 79, 92]

}

# Create the DataFrame df = pd.DataFrame(data)

# Print the DataFrame print("DataFrame:") print(df)

OUTPUT :

DataFrame:

Student\_ID Name Math\_Score Science\_Score English\_Score

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0 | 556 Mothi | 84 | 96 | 84 |
| 1 | 557 Alice | 90 | 85 | 79 |
| 2 | 558 Bob | 78 | 88 | 92 |

# Ques 8: write a program to check whether the given no is even or odd

def check\_even\_odd(number):

if number % 2 == 0:

return "even" else:

return "odd"

def main():

try:

# Take input from the user

number = int(input("Enter a number: "))

# Check whether the number is even or odd result = check\_even\_odd(number)

# Print the result

print("The number {} is {}.".format(number, result)) except ValueError:

print("Please enter a valid integer.")

if name == " main ": main()

OUTPUT :

Enter a number: 12 The number 12 is even.

# Ques 9 :Write a program to get the marks of 5 subjects and calculate the average marks scored and calculate the grade based on the average marks

**If**

# Avg 91 to 100 (A grade)

**71 to 80 (C grade )**

# 61 to 60 (D grade)

**51 to 60 (E grade)**

# >50 (fail)

def calculate\_grade(average):

if average >= 91 and average <= 100: return 'A'

elif average >= 81 and average <= 90: return 'B'

elif average >= 71 and average <= 80: return 'C'

elif average >= 61 and average <= 70: return 'D'

elif average >= 51 and average <= 60: return 'E'

else:

return 'Fail'

def main():

try:

# Take input for the marks of 5 subjects marks = []

for i in range(1, 6):

mark = float(input(f"Enter the marks for subject {i}: ")) marks.append(mark)

# Calculate the average marks average = sum(marks) / len(marks)

# Calculate the grade based on the average marks grade = calculate\_grade(average)

# Print the results

print(f"\nAverage Marks: {average:.2f}") print(f"Grade: {grade}")

except ValueError:

print("Please enter valid numeric values for the marks.")

if name == " main ":

main()

OUTPUT :

Enter the marks for subject 1: 77 Enter the marks for subject 2: 93 Enter the marks for subject 3: 69 Enter the marks for subject 4: 90 Enter the marks for subject 5: 59

Average Marks: 77.60 Grade: C

# Ques 10: Write a program to implement the simple calculator that performs basic mathematical operation it takes 3 inputs from the user at first the user is asked to enter 2

**numbers after that the user is asked to enter the operator based on which arithmetic operation is performed**

def add(x, y):

return x + y

def subtract(x, y):

return x - y

def multiply(x, y):

return x \* y

def divide(x, y):

if y == 0:

return "Error! Division by zero." else:

return x / y

def main():

try:

# Take input from the user for the first number num1 = float(input("Enter the first number: "))

# Take input from the user for the second number num2 = float(input("Enter the second number: "))

# Take input from the user for the operator operator = input("Enter the operator (+, -, \*, /): ")

# Perform the calculation based on the operator if operator == '+':

result = add(num1, num2) elif operator == '-':

result = subtract(num1, num2) elif operator == '\*':

result = multiply(num1, num2) elif operator == '/':

result = divide(num1, num2) else:

result = "Invalid operator entered."

# Print the result print("Result:", result)

except ValueError:

print("Please enter valid numeric values for the numbers.") except Exception as e:

print("An error occurred:", str(e))

if name == " main ": main()

OUTPUT :

Enter the first number: 10 Enter the second number: 5 Enter the operator (+, -, \*, /): + Result: 15.0

Ques 11: Write a program to check whether the character enter by the user is in upper case or in lower case

def check\_case(char):

if char.islower():

return "Lowercase" elif char.isupper():

return "Uppercase" else:

return "Not an alphabet"

def main():

try:

# Take input from the user

char = input("Enter a character: ")

# Check the case of the character case = check\_case(char)

# Print the result

print("The character '{}' is in {}.".format(char, case)) except Exception as e:

print("An error occurred:", str(e))

if name == " main ": main()

OUTPUT :

Enter a character: a

The character 'a' is in Lowercase.

Ques 12: Write a program that ask user to enter the number and if the entered number is greater that or equal to 100 check the number is even or odd if number is less that 100 it will not check the number is even or not it will only print the message that the number is less 100

def check\_even\_odd(number):

if number % 2 == 0:

return "even" else:

return "odd"

def main():

try:

# Take input from the user

number = int(input("Enter a number: "))

# Check if the number is greater than or equal to 100 if number >= 100:

# Check if the number is even or odd result = check\_even\_odd(number)

print("The number {} is greater than or equal to 100 and it is {}.".format(number, result))

else:

print("The number {} is less than 100.".format(number)) except ValueError:

print("Please enter a valid integer.")

if name == " main ":

main()

OUTPUT :

Enter a number: 103

The number 103 is greater than or equal to 100 and it is odd.

Ques 13: Write a program to check whether the given year is leap or not

def is\_leap\_year(year):

if (year % 4 == 0 and year % 100 != 0) or (year % 400 == 0): return True

else:

return False

def main():

try:

# Take input from the user

year = int(input("Enter a year: "))

# Check if the year is a leap year if is\_leap\_year(year):

print("{} is a leap year.".format(year)) else:

print("{} is not a leap year.".format(year)) except ValueError:

print("Please enter a valid integer.")

if name == " main ":

main()

OUTPUT :

Enter a year: 2024 2024 is a leap year.

Ques 14: write a program to print even numbers upto n using while loop

def print\_even\_numbers(n):

i = 2

while i <= n:

print(i, end=" ") i += 2

def main():

try:

# Take input from the user for the value of n n = int(input("Enter the value of n: "))

# Print even numbers up to n

print("Even numbers up to {}:".format(n)) print\_even\_numbers(n)

except ValueError:

print("Please enter a valid integer.")

if name == " main ":

main()

OUTPUT :

Enter the value of n: 100 Even numbers up to 100:

2 4 6 8 10 12 14 16 18 20 22 24 26 28 30 32 34 36 38 40 42 44 46 48 50 52 54 56 58 60 62 64 66 68 70

72 74 76 78 80 82 84 86 88 90 92 94 96 98 100

Ques 15: wap to find the sum of the two matrixes using for loop

def add\_matrices(matrix1, matrix2):

if len(matrix1) != len(matrix2) or len(matrix1[0]) != len(matrix2[0]): return "Matrices are not of the same size"

result = []

for i in range(len(matrix1)):

row = []

for j in range(len(matrix1[0])): row.append(matrix1[i][j] + matrix2[i][j])

result.append(row)

return result

def main():

try:

# Take input for the dimensions of the matrices rows = int(input("Enter the number of rows: ")) cols = int(input("Enter the number of columns: "))

# Take input for the elements of the first matrix print("Enter elements of the first matrix:")

matrix1 = [[int(input("Enter element [{},{}]: ".format(i, j))) for j in range(cols)] for i in range(rows)]

# Take input for the elements of the second matrix print("Enter elements of the second matrix:")

matrix2 = [[int(input("Enter element [{},{}]: ".format(i, j))) for j in range(cols)] for i in range(rows)]

# Calculate the sum of the matrices result = add\_matrices(matrix1, matrix2)

# Print the result

if isinstance(result, str):

print(result) else:

print("Sum of the matrices:") for row in result:

print(row) except ValueError:

print("Please enter valid integer values for the matrix elements.")

if name == " main ": main()

OUTPUT :

Enter the number of rows: 2 Enter the number of columns: 2

Enter elements of the first matrix:

Enter element [0,0]: 1

Enter element [0,1]: 2

Enter element [1,0]: 3

Enter element [1,1]: 4

Enter elements of the second matrix:

Enter element [0,0]: 5

Enter element [0,1]: 6

Enter element [1,0]: 7

Enter element [1,1]: 8 Sum of the matrices:

[6, 8]

[10, 12]

Ques 16: wap to find the sum of n natural numbers using while loop and for loop and should be entered by the user

def sum\_of\_natural\_numbers\_while(n):

sum = 0

i = 1

while i <= n:

sum += i i += 1

return sum

def main\_while():

try:

n = int(input("Enter the value of n: ")) if n < 1:

print("Please enter a positive integer.") return

result = sum\_of\_natural\_numbers\_while(n)

print("Sum of the first {} natural numbers using while loop: {}".format(n, result)) except ValueError:

print("Please enter a valid integer.")

if name == " main ":

main\_while()

OUTPUT :

Enter the value of n: 10

Sum of the first 10 natural numbers using while loop: 55

def sum\_of\_natural\_numbers\_for(n):

sum = 0

for i in range(1, n + 1):

sum += i return sum

def main\_for():

try:

n = int(input("Enter the value of n: ")) if n < 1:

print("Please enter a positive integer.") return

result = sum\_of\_natural\_numbers\_for(n)

print("Sum of the first {} natural numbers using for loop: {}".format(n, result)) except ValueError:

print("Please enter a valid integer.")

if name == " main ": main\_for()

OUTPUT :

Enter the value of n: 10

Sum of the first 10 natural numbers using for loop: 55

Ques 17: print the pattern

1

22

333

4444

55555

def print\_pattern(rows):

for i in range(1, rows + 1):

print(str(i) \* i)

def main():

try:

rows = int(input("Enter the number of rows: ")) print("Pattern:")

print\_pattern(rows) except ValueError:

print("Please enter a valid integer.")

if name == " main ": main()

OUTPUT :

Enter the number of rows: 5 Pattern:

1

22

333

4444

55555

Ques 18: wap to calculate the power of the number using the anonymous function

# Define an anonymous function to calculate the power of a number power = lambda base, exponent: base \*\* exponent

def main():

try:

# Take input from the user for the base and exponent base = float(input("Enter the base number: ")) exponent = float(input("Enter the exponent: "))

# Calculate the power using the anonymous function result = power(base, exponent)

# Print the result print("Result:", result)

except ValueError:

print("Please enter valid numeric values for the base and exponent.")

if name == " main ": main()

OUTPUT :

Enter the base number: 2 Enter the exponent: 3 Result: 8.0

Ques 19: wap to create basic calculator using module

# Define functions for basic arithmetic operations def add(x, y):

return x + y

def subtract(x, y):

return x - y

def multiply(x, y):

return x \* y

def divide(x, y):

if y == 0:

return "Error! Division by zero." else:

return x / y

def main():

try:

# Take input from the user for two numbers num1 = float(input("Enter the first number: ")) num2 = float(input("Enter the second number: "))

# Display the menu of operations

print("\nOperations:") print("1. Addition") print("2. Subtraction") print("3. Multiplication") print("4. Division")

# Take input from the user for the choice of operation choice = input("Enter the operation (1/2/3/4): ")

# Perform the selected operation and display the result if choice == '1':

print("Result:", add(num1, num2)) elif choice == '2':

print("Result:", subtract(num1, num2)) elif choice == '3':

print("Result:", multiply(num1, num2)) elif choice == '4':

print("Result:", divide(num1, num2)) else:

print("Invalid choice. Please enter a valid operation.") except ValueError:

print("Please enter valid numeric values.")

if name == " main ": main()

OUTPUT :

Enter the first number: 20 Enter the second number: 2

Operations:

1. Addition
2. Subtraction
3. Multiplication
4. Division

Enter the operation (1/2/3/4): 3 Result: 40.0

Ques 20: create a txt file intern.txt and ask the user to write a single line of text by user input

def main():

try:

# Open the file in write mode ('w') with open("intern.txt", "w") as file:

# Ask the user to write a single line of text line = input("Write a single line of text: ")

# Write the user's input to the file file.write(line)

print("Text has been written to 'intern.txt'.") except Exception as e:

print("An error occurred:", str(e))

if name == " main ":

main()

OUTPUT :

Write a single line of text: HELLO THIS IS A TEXT PAGE Text has been written to 'intern.txt'.

Ques 21: create a txt file myfile.txt and ask the user to write separate 3 lines with 3 inputs statements from the user

def main():

try:

# Open the file in write mode ('w') with open("myfile.txt", "w") as file:

# Ask the user to write three separate lines for i in range(3):

line = input("Enter line {}: ".format(i + 1)) file.write(line + "\n")

print("Three lines have been written to 'myfile.txt'.") except Exception as e:

print("An error occurred:", str(e))

if name == " main ":

main()

OUTPUT :

Enter line 1: Hello, this is line 1. Enter line 2: This is line 2.

Enter line 3: This is line 3.

Three lines have been written to 'myfile.txt'.

Ques 22: wap to read the content of both the file created in above program and merge the content intol merge.txt

def merge\_files(): try:

# Open the first file (intern.txt) in read mode ('r') with open("intern.txt", "r") as file1:

# Read the contents of the first file content1 = file1.read()

# Open the second file (myfile.txt) in read mode ('r') with open("myfile.txt", "r") as file2:

# Read the contents of the second file content2 = file2.read()

# Merge the contents of both files merged\_content = content1 + "\n" + content2

# Write the merged content to a new file (merge.txt) with open("merge.txt", "w") as merge\_file:

merge\_file.write(merged\_content)

print("Contents of both files have been merged into 'merge.txt'.") except Exception as e:

print("An error occurred:", str(e))

if name == " main ":

merge\_files()

OUTPUT :

Contents of both files have been merged into 'merge.txt'.

Ques 23: count the total number of uppercase and lowercase and digit used in merge.txt

def count\_characters(filename):

try:

# Open the file in read mode ('r') with open(filename, "r") as file:

# Read the contents of the file content = file.read()

# Initialize counters uppercase\_count = 0

lowercase\_count = 0

digit\_count = 0

# Iterate through each character in the content for char in content:

if char.isupper():

uppercase\_count += 1 elif char.islower():

lowercase\_count += 1 elif char.isdigit():

digit\_count += 1

# Print the counts

print("Total number of uppercase letters:", uppercase\_count) print("Total number of lowercase letters:", lowercase\_count) print("Total number of digits:", digit\_count)

except Exception as e:

print("An error occurred:", str(e))

if name == " main ": count\_characters("merge.txt")

OUTPUT :

Total number of uppercase letters: 23 Total number of lowercase letters: 32 Total number of digits: 3

Ques 24: wap to find a given number is prime or not

def is\_prime(number):

if number <= 1:

return False elif number <= 3:

return True

elif number % 2 == 0 or number % 3 == 0: return False

i = 5

while i \* i <= number:

if number % i == 0 or number % (i + 2) == 0: return False

i += 6

return True

def main(): try:

# Take input from the user

num = int(input("Enter a number: "))

# Check if the number is prime if is\_prime(num):

print(num, "is a prime number.") else:

print(num, "is not a prime number.") except ValueError:

print("Please enter a valid integer.")

if name == " main ":

main()

OUTPUT :

Enter a number: 23 23 is a prime number.

Ques 25: develop a python program to print all the prime numbers within a range of numbers

def is\_prime(number):

if number <= 1:

return False elif number <= 3:

return True

elif number % 2 == 0 or number % 3 == 0: return False

i = 5

while i \* i <= number:

if number % i == 0 or number % (i + 2) == 0: return False

i += 6

return True

def print\_primes(start, end):

print("Prime numbers between", start, "and", end, "are:") for num in range(start, end + 1):

if is\_prime(num):

print(num, end=" ")

def main():

try:

# Take input from the user for the range of numbers start = int(input("Enter the start of the range: ")) end = int(input("Enter the end of the range: "))

# Print prime numbers within the range print\_primes(start, end)

except ValueError:

print("Please enter valid integers for the range.")

if name == " main ": main()

OUTPUT :

Enter the start of the range: 1 Enter the end of the range: 50

Prime numbers between 1 and 50 are:

2 3 5 7 11 13 17 19 23 29 31 37 41 43 47

Ques 26:develop a python program to find the largest and smallest number in the list

def find\_largest\_and\_smallest(numbers):

if not numbers:

return None, None

# Initialize the largest and smallest with the first element of the list largest = numbers[0]

smallest = numbers[0]

# Iterate through the list to find the largest and smallest numbers for number in numbers:

if number > largest:

largest = number if number < smallest:

smallest = number

return largest, smallest

def main():

try:

# Take input from the user for the list of numbers

input\_list = input("Enter a list of numbers separated by spaces: ") numbers = list(map(int, input\_list.split()))

# Find the largest and smallest numbers in the list largest, smallest = find\_largest\_and\_smallest(numbers)

if largest is not None and smallest is not None:

print("Largest number in the list is:", largest) print("Smallest number in the list is:", smallest)

else:

print("The list is empty.") except ValueError:

print("Please enter a valid list of integers.")

if name == " main ":

main()

OUTPUT :

Enter a list of numbers separated by spaces: 10 20 50 30 40 Largest number in the list is: 50

Smallest number in the list is: 10

Ques 27: develop a python program to develop a calculator and perform the basic calculation based on the user input and menu should be continuity available

def add(x, y): return x + y

def subtract(x, y): return x - y

def multiply(x, y):

return x \* y

def divide(x, y):

if y == 0:

return "Error! Division by zero." else:

return x / y

def menu():

print("\nSelect operation:") print("1. Addition") print("2. Subtraction") print("3. Multiplication") print("4. Division")

print("5. Exit")

def main():

while True:

menu()

try:

choice = input("Enter choice (1/2/3/4/5): ")

if choice == '5':

print("Exiting the calculator. Goodbye!") break

if choice in ('1', '2', '3', '4'):

num1 = float(input("Enter first number: ")) num2 = float(input("Enter second number: "))

if choice == '1':

print(f"The result of addition is: {add(num1, num2)}") elif choice == '2':

print(f"The result of subtraction is: {subtract(num1, num2)}") elif choice == '3':

print(f"The result of multiplication is: {multiply(num1, num2)}") elif choice == '4':

print(f"The result of division is: {divide(num1, num2)}") else:

print("Invalid Input. Please choose a valid operation.")

except ValueError:

print("Invalid input. Please enter numeric values.")

if name == " main ": main()

OUTPUT :

Select operation:

1. Addition
2. Subtraction
3. Multiplication
4. Division
5. Exit

Enter choice (1/2/3/4/5): 1 Enter first number: 2

Enter second number: 3

The result of addition is: 5.0

Select operation:

1. Addition
2. Subtraction
3. Multiplication
4. Division
5. Exit

Enter choice (1/2/3/4/5): 2 Enter first number: 5

Enter second number: 3

The result of subtraction is: 2.0

Select operation:

1. Addition
2. Subtraction
3. Multiplication
4. Division
5. Exit

Enter choice (1/2/3/4/5): 3 Enter first number: 2

Enter second number: 3

The result of multiplication is: 6.0

Select operation:

1. Addition
2. Subtraction
3. Multiplication
4. Division
5. Exit

Enter choice (1/2/3/4/5): 4 Enter first number: 10 Enter second number: 2 The result of division is: 5.0

Select operation:

1. Addition
2. Subtraction
3. Multiplication
4. Division
5. Exit

Enter choice (1/2/3/4/5): 5 Exiting the calculator. Goodbye!

Ques 28: wap to show all the arguments of a function

def show\_arguments(\*args, \*\*kwargs): # Display positional arguments print("Positional arguments:")

for i, arg in enumerate(args):

print(f"arg{i + 1}: {arg}")

# Display keyword arguments print("\nKeyword arguments:") for key, value in kwargs.items():

print(f"{key}: {value}")

def main():

# Example usage of the function with different arguments show\_arguments(1, "hello", True, name="Alice", age=30, city="Wonderland")

if name == " main ": main()

OUTPUT :

Positional arguments: arg1: 1

arg2: hello arg3: True

Keyword arguments:

name: Alice age: 30

city: Wonderland

[ ]:

Ques 29: wap to create a function for simple calculator

def simple\_calculator(num1, num2, operator): if operator == '+':

return num1 + num2 elif operator == '-':

return num1 - num2 elif operator == '\*':

return num1 \* num2 elif operator == '/':

if num2 == 0:

return "Error! Division by zero." else:

return num1 / num2 else:

return "Invalid operator!"

def main():

while True:

try:

# Take input from the user

num1 = float(input("Enter the first number: ")) num2 = float(input("Enter the second number: ")) operator = input("Enter an operator (+, -, \*, /): ")

# Calculate the result using the simple\_calculator function result = simple\_calculator(num1, num2, operator)

# Print the result

print(f"The result is: {result}")

# Ask the user if they want to perform another calculation

again = input("Do you want to perform another calculation? (yes/no): ").strip().lower()

if again != 'yes':

print("Exiting the calculator. Goodbye!") break

except ValueError:

print("Invalid input. Please enter numeric values for the numbers.")

if name == " main ":

main()

OUTPUT :

Enter the first number: 10 Enter the second number: 5 Enter an operator (+, -, \*, /): \* The result is: 50.0

Do you want to perform another calculation? (yes/no): YES Enter the first number: 10

Enter the second number: 5 Enter an operator (+, -, \*, /): - The result is: 5.0

Do you want to perform another calculation? (yes/no): no Exiting the calculator. Goodbye!

Ques 30: wap to find the middle element of the string passed and id middle element is not therir than return nothing

def find\_middle\_element(s):

length = len(s)

# Check if the length of the string is odd if length % 2 != 0:

middle\_index = length // 2 return s[middle\_index]

else:

return "Nothing"

def main():

# Take input from the user user\_input = input("Enter a string: ")

# Find the middle element

result = find\_middle\_element(user\_input)

# Print the result

print("The middle element is:", result)

if name == " main ":

main()

OUTPUT :

Enter a string: Hello The middle element is: l

Ques 31: wap by define a function to calculate mean median of array of the number

def calculate\_mean(numbers):

if not numbers:

return None # Return None if the list is empty return sum(numbers) / len(numbers)

def calculate\_median(numbers):

if not numbers:

return None # Return None if the list is empty

sorted\_numbers = sorted(numbers) length = len(sorted\_numbers) middle\_index = length // 2

if length % 2 == 0:

# If even, return the average of the middle two elements

median = (sorted\_numbers[middle\_index - 1] + sorted\_numbers[middle\_index]) / 2 else:

# If odd, return the middle element median = sorted\_numbers[middle\_index]

return median

def main():

try:

# Take input from the user for the list of numbers

input\_list = input("Enter a list of numbers separated by spaces: ") numbers = list(map(float, input\_list.split()))

# Calculate mean and median mean = calculate\_mean(numbers)

median = calculate\_median(numbers)

# Print the results

if mean is not None and median is not None: print(f"The mean of the numbers is: {mean}")

print(f"The median of the numbers is: {median}") else:

print("The list is empty.") except ValueError:

print("Please enter a valid list of numbers.")

if name == " main ":

main()

OUTPUT :

Enter a list of numbers separated by spaces: 1 2 3 4 5 The mean of the numbers is: 3.0

The median of the numbers is: 3.0

Ques 32: wap to change the string to the new string where the first and the last character has been existed

def swap\_first\_last\_characters(s):

# Check if the string is empty or has only one character if len(s) <= 1:

return s

# Swap the first and last characters new\_string = s[-1] + s[1:-1] + s[0] return new\_string

def main():

# Take input from the user user\_input = input("Enter a string: ")

# Get the new string with the first and last characters swapped result = swap\_first\_last\_characters(user\_input)

# Print the result

print("The new string is:", result)

if name == " main ":

main()

OUTPUT :

Enter a string: HELLO The new string is: OELLH

Ques 33:create a function to print the length of the string

def print\_string\_length(s):

# Calculate the length of the string length = len(s)

# Print the length of the string

print(f"The length of the string is: {length}")

def main():

# Take input from the user user\_input = input("Enter a string: ")

# Call the function to print the length of the string

print\_string\_length(user\_input)

if name == " main ":

main()

OUTPUT :

Enter a string: HELLO

The length of the string is: 5

Ques 34: create a function to print the square of the number using the function

def print\_square\_of\_number(n):

# Calculate the square of the number square = n \* n

# Print the square of the number print(f"The square of {n} is: {square}")

def main():

try:

# Take input from the user

user\_input = float(input("Enter a number: "))

# Call the function to print the square of the number print\_square\_of\_number(user\_input)

except ValueError:

print("Invalid input. Please enter a valid number.")

if name == " main ":

main()

OUTPUT :

Enter a number: 5

The square of 5.0 is: 25.0

Ques 35: write a function to take name as a function as input

def print\_name():

# Take name input from the user name = input("Enter your name: ")

# Print the name print(f"Hello, {name}!")

def main():

# Call the function to take name input and print it print\_name()

if name == " main ": main()

OUTPUT :

Enter your name: SAURABH Hello, SAURABH!

Ques 36: wap to find the factorial of a no

def factorial(n):

if n < 0:

return "Factorial is not defined for negative numbers." elif n == 0 or n == 1:

return 1 else:

result = 1

for i in range(2, n + 1):

result \*= i return result

def main():

try:

# Take input from the user

user\_input = int(input("Enter a number to find its factorial: "))

# Calculate the factorial using the factorial function result = factorial(user\_input)

# Print the result

print(f"The factorial of {user\_input} is: {result}") except ValueError:

print("Invalid input. Please enter a valid integer.")

if name == " main ": main()

OUTPUT :

Enter a number to find its factorial: 5 The factorial of 5 is: 120

Ques 37:write a pandas program to create and display array using pandas model import pandas as pd

import numpy as np

def create\_and\_display\_array():

# Create a NumPy array

data = np.array([[1, 2, 3], [4, 5, 6], [7, 8, 9]])

# Create a DataFrame from the NumPy array

df = pd.DataFrame(data, columns=['Column1', 'Column2', 'Column3'])

# Display the DataFrame

print("DataFrame created from NumPy array:") print(df)

def main(): create\_and\_display\_array()

if name == " main ": main()

OUTPUT :

DataFrame created from NumPy array: Column1 Column2 Column3

0 1 2 3

1 4 5 6

2 7 8 9

Ques 38: wap to convert pandas series to python list import pandas as pd

def convert\_series\_to\_list():

# Create a Pandas Series

data = pd.Series([10, 20, 30, 40, 50])

# Convert the Pandas Series to a Python list data\_list = data.tolist()

# Display the original Series and the converted list print("Original Pandas Series:")

print(data)

print("\nConverted Python list:") print(data\_list)

def main(): convert\_series\_to\_list()

if name == " main ": main()

OUTPUT :

|  |  |
| --- | --- |
| Original | Pandas Series: |
| 0 | 10 |
| 1 | 20 |
| 2 | 30 |
| 3 | 40 |
| 4 | 50 |

dtype: int64

Converted Python list:

[10, 20, 30, 40, 50]

Ques 39: wap to add,sub,mul and div of 2 series

import pandas as pd

def perform\_operations(series1, series2): # Addition

addition = series1 + series2

# Subtraction

subtraction = series1 - series2

# Multiplication

multiplication = series1 \* series2

# Division

division = series1 / series2

# Display the results print("Series 1:") print(series1) print("\nSeries 2:") print(series2)

print("\nAddition of Series:") print(addition)

print("\nSubtraction of Series:") print(subtraction)

print("\nMultiplication of Series:") print(multiplication)

print("\nDivision of Series:") print(division)

def main():

# Create two Pandas Series

series1 = pd.Series([10, 20, 30, 40, 50])

series2 = pd.Series([5, 4, 3, 2, 1])

# Perform operations on the Series perform\_operations(series1, series2)

if name == " main ": main()

OUTPUT :

Series 1:

0 10

1 20

2 30

3 40

4 50

dtype: int64

Series 2:

0 5

1 4

2 3

3 2

4 1

dtype: int64

Addition of Series:

0 15

1 24

2 33

3 42

4 51

dtype: int64

Subtraction of Series:

0 5

1 16

2 27

3 38

4 49

dtype: int64

Multiplication of Series:

0 50

1 80

2 90

3 80

4 50

dtype: int64

Division of Series:

0 2.0

1 5.0

2 10.0

3 20.0

4 50.0

dtype: float64

Ques 40: program to convert numpy array to pandas series

import numpy as np import pandas as pd

def convert\_array\_to\_series(array):

# Convert the NumPy array to a Pandas Series series = pd.Series(array)

# Display the original array and the converted series print("Original NumPy array:")

print(array)

print("\nConverted Pandas Series:") print(series)

def main():

# Create a NumPy array

array = np.array([10, 20, 30, 40, 50])

# Call the function to convert the array to a series and display the result convert\_array\_to\_series(array)

if name == " main ":

main()

OUTPUT :

Original NumPy array:

[10 20 30 40 50]

Converted Pandas Series:

0 10

1 20

2 30

3 40

4 50

dtype: int32

Ques 41: wap to create a display a dataframe from dic which has index label

import pandas as pd

# Example dictionary data = {

'Name': ['Alice', 'Bob', 'Charlie'], 'Age': [25, 30, 35],

'City': ['New York', 'Los Angeles', 'Chicago']

}

# Specifying index labels

index\_labels = ['Person1', 'Person2', 'Person3']

# Creating the DataFrame

df = pd.DataFrame(data, index=index\_labels)

# Displaying the DataFrame print(df)

Output:

Name Age City Person1 Alice 25 New York Person2 Bob 30 Los Angeles Person3 Charlie 35 Chicago

Ques 42: Using the dirtydata csv fix the bad data set( bad data could be : empty cell ,data in wrong format ,duplicate data and wrong data)

import pandas as pd

# Load the dataset

df = pd.read\_csv('dirtydata.csv') # Display the initial DataFrame print("Initial DataFrame:") print(df) df.dropna(inplace=True)

# df.fillna({

# 'column\_name': 'fill\_value',

# 'another\_column\_name': 'another\_fill\_value' # }, inplace=True)

df['date\_column'] = pd.to\_datetime(df['date\_column'], errors='coerce') df['numeric\_column'] = pd.to\_numeric(df['numeric\_column'], errors='coerce') df.drop\_duplicates(inplace=True)

df['age'] = df['age'].apply(lambda x: df['age'].mean() if x < 0 else x)

df.loc[df['score'] > 100, 'score'] = 100 # assuming scores should be between 0 and 100

print("Cleaned DataFrame:") print(df)

df.to\_csv('cleaneddata.csv', index=False)

Ques 43: wap to fix the wrong data using pandas (file used for the operation is dirtydata.csv) import pandas as pd

# Load the dataset

df = pd.read\_csv('dirtydata.csv') # Display the initial DataFrame print("Initial DataFrame:") print(df)

# Step 1: Handle empty cells

# Option 1: Remove rows with any empty cells df.dropna(inplace=True)

# Option 2: Fill empty cells with a specific value (e.g., fill numeric columns with 0 and string columns with 'Unknown')

# df.fillna({

# 'column\_name': 'fill\_value',

# 'another\_column\_name': 'another\_fill\_value' # }, inplace=True)

# Step 2: Correct data formats

# Convert columns to appropriate data types

# Example: Convert a date column to datetime format if 'date\_column' in df.columns:

df['date\_column'] = pd.to\_datetime(df['date\_column'], errors='coerce') # Example: Convert numeric columns to float or int

if 'numeric\_column' in df.columns:

df['numeric\_column'] = pd.to\_numeric(df['numeric\_column'], errors='coerce')

# Step 3: Remove duplicate rows df.drop\_duplicates(inplace=True) # Step 4: Correct incorrect data

# Example: Replace invalid values in a specific column

# Replace negative ages with the column's mean age (assuming age should be positive) if 'age' in df.columns:

df['age'] = df['age'].apply(lambda x: df['age'].mean() if x < 0 else x) # Example: Replace values based on condition

# Replace outliers or specific incorrect values if 'score' in df.columns:

df.loc[df['score'] > 100, 'score'] = 100 # assuming scores should be between 0 and 100 # Additional example: Correct categorical data

if 'gender' in df.columns:

df['gender'] = df['gender'].str.capitalize() # standardize gender values to have capitalized format

# Display the cleaned DataFrame print("Cleaned DataFrame:") print(df)

# Save the cleaned DataFrame to a new CSV file df.to\_csv('cleaneddata.csv', index=False)

Ques 44:using pandas remove the duplicate data (file used for the operation is dirtydata.csv) import pandas as pd

# Load the dataset

df = pd.read\_csv('dirtydata.csv') # Display the initial DataFrame print("Initial DataFrame:") print(df)

# Remove duplicate rows df.drop\_duplicates(inplace=True) # Display the cleaned DataFrame

print("DataFrame after removing duplicates:") print(df)

# Save the cleaned DataFrame to a new CSV file df.to\_csv('cleaneddata.csv', index=False)

ques 45: wap to find the sum of all elements in a list # Define a list of numbers

numbers = [1, 2, 3, 4, 5]

# Calculate the sum of all elements in the list total\_sum = sum(numbers)

# Print the result

print("The sum of all elements in the list is:", total\_sum)

Ques 46: wap to remove the duplicate from a list # Define a list with duplicate elements

numbers = [1, 2, 3, 4, 5, 2, 3, 1]

# Remove duplicates by converting the list to a set unique\_numbers = list(set(numbers))

# Print the result

print("List after removing duplicates (order not preserved):", unique\_numbers)

Ques 47: create a program to reverse a li8st without using build in function # Define a list with some elements

numbers = [1, 2, 3, 4, 5]

# Initialize an empty list to store the reversed elements reversed\_numbers = []

# Iterate over the original list in reverse order and append elements to the new list for i in range(len(numbers) - 1, -1, -1):

reversed\_numbers.append(numbers[i]) # Print the result

print("Reversed list:", reversed\_numbers)

Ques 48: wap to find the max and min elements in the list # Define a list with some elements

numbers = [3, 1, 4, 1, 5, 9, 2, 6, 5, 3, 5]

# Initialize variables to store the maximum and minimum values # Set them to the first element of the list initially

if len(numbers) == 0:

raise ValueError("The list is empty, cannot find maximum and minimum values.") max\_element = numbers[0]

min\_element = numbers[0]

# Iterate through the list to find the maximum and minimum values for num in numbers:

if num > max\_element:

max\_element = num if num < min\_element:

min\_element = num # Print the results

print("The maximum element in the list is:", max\_element) print("The minimum element in the list is:", min\_element)

Ques 49: implement a program to sort the list of integer in asc order without using build in function

# Define a list of integers

numbers = [64, 34, 25, 12, 22, 11, 90]

# Implementing Bubble Sort def bubble\_sort(arr):

n = len(arr)

# Traverse through all array elements for i in range(n):

# Last i elements are already in place for j in range(0, n-i-1):

# Traverse the array from 0 to n-i-1

# Swap if the element found is greater # than the next element

if arr[j] > arr[j+1]:

arr[j], arr[j+1] = arr[j+1], arr[j]

# Call the bubble\_sort function bubble\_sort(numbers)

# Print the sorted list print("

Ques 50:wap a python program to find the length of the tuple # Define a tuple with some elements

my\_tuple = (10, 20, 30, 40, 50)

# Find the length of the tuple using the len() function length = len(my\_tuple)

# Print the result

print("The length of the tuple is:", length)

Ques 51: implement a function to concatenate the two tuples def concatenate\_tuples(tuple1, tuple2):

# Create a new tuple containing elements from both tuples concatenated\_tuple = tuple1 + tuple2

return concatenated\_tuple # Example tuples

tuple1 = (1, 2, 3)

tuple2 = (4, 5, 6)

# Concatenate the tuples using the function result\_tuple = concatenate\_tuples(tuple1, tuple2) # Print the result

print("Concatenated tuple:", result\_tuple)

Ques 52: wap to find the index of an element in the tuple def find\_index(tuple, element):

# Iterate through the tuple elements and find the index of the element for i in range(len(tuple)):

if tuple[i] == element: return i

# If element not found, return -1 return -1

# Example tuple

my\_tuple = (10, 20, 30, 40, 50)

# Element to find element\_to\_find = 30

# Find the index of the element using the find\_index function index = find\_index(my\_tuple, element\_to\_find)

# Print the result if index != -1:

print("Index of", element\_to\_find, "in the tuple is:", index) else:

print("Element", element\_to\_find, "not found in the tuple.")

Ques 53: create a program to count the occurrence of an element in the tuple def count\_occurrence(tuple, element):

# Initialize a counter to store the occurrence count count = 0

# Iterate through the tuple elements and count the occurrences of the element for item in tuple:

if item == element:

count += 1 return count

# Example tuple

my\_tuple = (1, 2, 3, 1, 4, 1, 5) # Element to count element\_to\_count = 1

# Count the occurrence of the element using the count\_occurrence function occurrence\_count = count\_occurrence(my\_tuple, element\_to\_count)

# Print the result

print("The occurrence count of", element\_to\_count, "in the tuple is:", occurrence\_count)

Ques 54: write a function to check if two tuples have any element in common def have\_common\_element(tuple1, tuple2):

# Iterate through elements of the first tuple for element in tuple1:

# Check if the element is present in the second tuple if element in tuple2:

return True

# If no common element found, return False return False

# Example tuples tuple1 = (1, 2, 3, 4, 5)

tuple2 = (6, 7, 8, 9, 10)

# Check if the tuples have any common element using the have\_common\_element function if have\_common\_element(tuple1, tuple2):

print("The tuples have at least one common element.") else:

print("The tuples do not have any common element.")

Ques 55: wap to illiterate over a dic and print key values pair # Define a dictionary

my\_dict = {'name': 'Alice', 'age': 30, 'city': 'New York'} # Iterate over the dictionary and print key-value pairs for key in my\_dict:

print(key, ":", my\_dict[key])

Ques 56: implement a function to merge two dic def merge\_dicts(dict1, dict2):

merged\_dict = dict1.copy() # Make a copy of the first dictionary merged\_dict.update(dict2) # Update the copy with the second dictionary return merged\_dict

# Example dictionaries dict1 = {'a': 1, 'b': 2}

dict2 = {'b': 3, 'c': 4}

# Merge the dictionaries using the merge\_dicts function merged\_dict = merge\_dicts(dict1, dict2)

# Print the merged dictionary print("Merged dictionary:", merged\_dict)

Ques 57: wap to find the keys corresponding to the max and min value in the dic def find\_max\_min\_keys(dictionary):

# Check if the dictionary is empty if not dictionary:

return None, None

# Initialize variables to store max and min values and their corresponding keys max\_key, min\_key = None, None

max\_value = float('-inf') # Initialize to negative infinity min\_value = float('inf') # Initialize to positive infinity # Iterate over the dictionary items

for key, value in dictionary.items():

# Update max value and corresponding key if value > max\_value:

max\_value = value max\_key = key

# Update min value and corresponding key

if value < min\_value:

min\_value = value min\_key = key

return max\_key, min\_key # Example dictionary

my\_dict = {'a': 10, 'b': 20, 'c': 5, 'd': 15}

# Find keys corresponding to max and min values using the function max\_key, min\_key = find\_max\_min\_keys(my\_dict)

# Print the result

print("Key corresponding to the maximum value:", max\_key) print("Key corresponding to the minimum value:", min\_key)

**Ques 58: create a function to check if a key exists in the dic**

def key\_exists(dictionary, key):

# Check if the key exists in the dictionary return key in dictionary

# Example dictionary

my\_dict = {'a': 10, 'b': 20, 'c': 30} # Key to check

key\_to\_check = 'b'

# Check if the key exists using the key\_exists function if key\_exists(my\_dict, key\_to\_check):

print("Key", key\_to\_check, "exists in the dictionary.") else:

print("Key", key\_to\_check, "does not exist in the dictionary.")

**Ques 59: wap to sort a dic by its value in asc order**

def sort\_dict\_by\_value\_asc(dictionary):

# Use sorted() function with a lambda function as key to sort dictionary by value in ascending order

sorted\_dict = dict(sorted(dictionary.items(), key=lambda item: item[1])) return sorted\_dict

# Example dictionary

my\_dict = {'a': 10, 'b': 5, 'c': 20, 'd': 15}

# Sort the dictionary by value in ascending order using the sort\_dict\_by\_value\_asc function sorted\_dict = sort\_dict\_by\_value\_asc(my\_dict)

# Print the sorted dictionary

print("Sorted dictionary by value in ascending order:", sorted\_dict)

**Ques 60: wap to create a set and perform basic set operation (union, intersection and difference**)

# Create two sets set1 = {1, 2, 3, 4, 5}

set2 = {4, 5, 6, 7, 8}

# Print the original sets print("Set 1:", set1)

print("Set 2:", set2)

# Perform union of the sets union\_set = set1.union(set2)

print("Union of set 1 and set 2:", union\_set) # Perform intersection of the sets intersection\_set = set1.intersection(set2)

print("Intersection of set 1 and set 2:", intersection\_set) # Perform difference of the sets (set1 - set2) difference\_set1 = set1.difference(set2)

print("Difference of set 1 and set 2:", difference\_set1) # Perform difference of the sets (set2 - set1) difference\_set2 = set2.difference(set1) print("Difference of set 2 and set 1:", difference\_set2)

**Ques 62: wap to check if two sets have any elements in common**

def have\_common\_elements(set1, set2):

# Check if the intersection of the sets is not empty return len(set1.intersection(set2)) > 0

# Example sets set1 = {1, 2, 3, 4, 5}

set2 = {4, 5, 6, 7, 8}

# Check if the sets have any common elements using the have\_common\_elements function if have\_common\_elements(set1, set2):

print("The sets have common elements”)

**Ques 63: draw pattern:**
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n=int (input("Enter the number of rows:")) for i in range(1,n+1):

print(" "\*(n-i),end="") for j in range(1,i+1):

print(chr(64+j),end=" ") print()

**Ques 64: draw pattern**:
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num=int(input("Enter the number of rows: ")) for i in range(1,num+1):

print(" "\*(i-1),end="") for j in range(1,num+2-i):

print(chr(65+num-i),end=" ") for k in range(2,num+2-i):

print(chr(65+num-i),end=" ") print()

**Ques 65: draw pattern** :
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num=int(input("Enter a number:")) for i in range(1,num+1):

print(" "\*(num-i),end="") for j in range(1,i+1):

print(num-j,end=" ") print()

for k in range(1,num): print(" "\*k,end="")

for l in range(1,num+1-k): print(num-1,end=" ")

print()

**Ques 66: draw pattern :**
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num=int(input("Enter a number:")) for i in range(1,num+1):

for j in range(1,i+1): print(num-i+j-1,end="")

print()

for a in range(1,num+1):

for k in range(0,num-a): print(k+a,end="")

print()

**Ques 67: draw pattern :**
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num=int(input("Enter a number:")) for i in range(1,num+1):

print(" "\*(num-i),end="") for j in range(0,i):

print(chr(65+num+j-i),end=" ") print()

for k in range(1,num): print(" "\*k,end="")

for l in range(0,num-k): print(chr(65+k+1),end=" ")

print()

**Ques 68: draw pattern :**

**![WhatsApp Image 2024-04-12 at 10.34.19_d89e5573](data:image/jpeg;base64,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)**

num=int(input("Enter a number:")) for i in range(1,num+1):

print(" "\*(num-i),end="") for j in range(1,i+1):

print("\*",end=" ") print(" "\*(num-i),end="") for k in range(1,i+1):

print("\*",end=" ") print()